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Elements of equal size sequentially in memory
Array addressing

Maybe be good to have \( es = 2^n \)?

What happens if array bounds are violated?

And who is checking that?

What happens if array bounds are violated?
Array addressing via index register

\[ ldr\langle c\rangle\langle q\rangle\ <Rd>, [<Rb>, <Ri> \{, lsl \#<shift>\}] \]
Array addressing via index register

```c
ldr <c><q> <Rd>, [<Rb>, <Ri>], {, lsl #<shift>}
```

- **Rb** - Base address
- **Ri** - Index {shifted}
- **Rd** - Destination

Shift works if \( es = 2^n \)

- Can be handy if Ri is actually an index.
- Otherwise Ri will be a byte offset.
Array addressing via element pointer

```
ldr<e<q> <Rd>, [<Rp>], #/+/-<offset>
```
Array addressing via element pointer

Efficient if array has to be worked sequentially

\( \text{ldr}<c><q> \ <Rd>, \ [<Rp>], \ #+/-<offset> \)
Calculate $\sum x_i$

int sum (unsigned int uints [], unsigned int from, unsigned int to) {
    int i;
    int acc = 0;
    for (i = from; i <= to; i++) {
        acc += uints [i];
    }
    return acc;
}

type Naturals is array (Integer range <>) of Natural;

function Sum (Numbers : Naturals) return Natural is
    Acc : Natural := 0;
begin
    for n of Numbers loop
        Acc := Acc + n;
    end loop;
    return Acc;
end Sum;

Numbers : constant Naturals (1 .. 100) :=
           (others => Random (Numbers_Generator));
Sum_of_Numbers : constant Natural := Sum (Numbers);
Calculate $\sum x_i$

```c
int sum (unsigned int uints [], unsigned int from, unsigned int to) {
    int i;
    int acc = 0;
    for (i = from; i <= to; i++) {
        acc += uints [i];
    }
    return acc;
}
```

```
type Naturals is array (Integer range <>) of Natural;
function Sum (Numbers : Naturals) return Natural is
    Acc : Natural := 0;
begin
    for n of Numbers loop
        Acc := Acc + n;
    end loop;
    return Acc;
end Sum;
```
Arbitrary array indexing

; r0 base address for array a
; r1 from array index
; r2 to array index

```
mov r3, #0 ; sum := 0
mov r4, #4 ; element size is 4 bytes
mov r5, #-1 ; first_element_offset

for_sum:
  cmp r1, r2 ; i > to
  bgt end_for_sum
  mla r6, r1, r4, r5 ; element_offset := (i * 4) - first_element_offset
  ldr r7, [r0, r6] ; a [i] := [base + element_offset]
  add r3, r7 ; sum := sum + a [i]
  add r1, #1 ; i := i + 1
  b for_sum

end_for_sum:
  mov r0, r3 ; r0 sum over all a [from .. to]
```
Zero-based array indexing

; r0 base address for array a
; r1 from array index
; r2 to array index

```
mov r3, #0 ; sum := 0
mov r4, #4 ; element size is 4 bytes

for_sum:
cmp r1, r2 ; i > to
bgt end_for_sum
mul r5, r1, r4 ; element_offset := (i * 4)
ldr r6, [r0, r5] ; a [i] := [base + element_offset]
add r3, r6 ; sum := sum + a [i]
add r1, #1 ; i := i + 1
b for_sum

end_for_sum:
mov r0, r3 ; r0 sum over all a [from .. to]
```
Replacing multiplication with shifted index register

; r0 base address for array a
; r1 from array index
; r2 to array index

```
mov r3, #0 ; sum := 0

for_sum:
    cmp r1, r2 ; i > to
    bgt end_for_sum
    ldr r4, [r0, r1, lsl #2] ; a [i] := [base + element_offset]
    add r3, r4 ; sum := sum + a [i]
    add r1, #1 ; i := i + 1
    b for_sum

end_for_sum:
    mov r0, r3 ; r0 sum over all a [from .. to]
```
Replacing indices with offsets

; r0 base address for array a
; r1 from array index
; r2 to array index

```
<table>
<thead>
<tr>
<th>Operation</th>
<th>Registers</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>lsl</td>
<td>r1, r1, #2</td>
<td>translate from index to offset</td>
</tr>
<tr>
<td>lsl</td>
<td>r2, r2, #2</td>
<td>translate to index to offset</td>
</tr>
<tr>
<td>mov</td>
<td>r3, #0</td>
<td>sum := 0</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>cmp</td>
<td>r1, r2</td>
<td>; i &gt; to</td>
</tr>
<tr>
<td>bgt</td>
<td></td>
<td>end_for_sum</td>
</tr>
<tr>
<td>ldr</td>
<td>r4, [r0, r1]</td>
<td>; a [i] := [base + offset]</td>
</tr>
<tr>
<td>add</td>
<td>r3, r4</td>
<td>; sum := sum + a [i]</td>
</tr>
<tr>
<td>add</td>
<td>r1, #4</td>
<td>; offset := offset + 4</td>
</tr>
<tr>
<td>b</td>
<td></td>
<td>for_sum</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>mov</td>
<td>r0, r3</td>
<td>; r0 sum over all a [from .. to]</td>
</tr>
</tbody>
</table>
```
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Assuming non-empty arrays

; r0 base address for array a
; r1 from array index
; r2 to array index >= from index

lsl r1, r1, #2 ; translate from index to offset
lsl r2, r2, #2 ; translate to index to offset
mov r3, #0 ; sum := 0

for_sum:

ldr r4, [r0, r1] ; a [i] := [base + offset]
add r3, r4 ; sum := sum + a [i]
add r1, #4 ; offset := offset + 4
cmp r1, r2 ; i <= to
ble for_sum

end_for_sum:

mov r0, r3 ; r0 sum over all a [from .. to]
Replacing offsets with addresses

; r0 base address for array a
; r1 from array index
; r2 to array index >= from index

<table>
<thead>
<tr>
<th>Instruction</th>
<th>Register</th>
<th>Offset</th>
</tr>
</thead>
<tbody>
<tr>
<td>lsl</td>
<td>r1, r1, #2</td>
<td></td>
</tr>
<tr>
<td>lsl</td>
<td>r2, r2, #2</td>
<td></td>
</tr>
<tr>
<td>add</td>
<td>r1, r0</td>
<td></td>
</tr>
<tr>
<td>add</td>
<td>r2, r0</td>
<td></td>
</tr>
<tr>
<td>mov</td>
<td>r0, #0</td>
<td></td>
</tr>
</tbody>
</table>

; translate from index to offset
; translate to index to offset
; translate from index to address -> i_addr
; translate to index to address -> to_addr
; sum := 0

for_sum:

<table>
<thead>
<tr>
<th>Instruction</th>
<th>Register</th>
<th>Offset</th>
</tr>
</thead>
<tbody>
<tr>
<td>ldr</td>
<td>r3, [r1], #4</td>
<td></td>
</tr>
<tr>
<td>add</td>
<td>r0, r3</td>
<td></td>
</tr>
<tr>
<td>cmp</td>
<td>r1, r2</td>
<td></td>
</tr>
<tr>
<td>ble</td>
<td>for_sum</td>
<td></td>
</tr>
</tbody>
</table>

; a [i] := [i_addr]; i_addr += 4
; sum := sum + a [i]
; i_addr <= to_addr

end_for_sum:

; r0 sum over all a [from .. to]
Array Slices

```
numbers = [0, 1, 2, 3, 4, 5]
numbersSlice = numbers [1:3]
# numbersSlice equals [1, 2, 3]

numbers := [:int {0, 1, 2, 3, 4, 5}]
numbersSlice := numbers [1:3]

type Naturals is array (Integer range <>) of Natural;
Numbers : constant Naturals (-50 .. 50) := (others => Random (Generator));
Numbers_Slice_1 : constant Naturals := Numbers (-10 .. 10);
Numbers_Slice_2 : constant Naturals ( 1 .. 10) := Numbers ( 11 .. 20);
Numbers_Slice_3 : Naturals := Numbers (-20 .. 50);

begin
  for n of Numbers_Slice_3 loop
    n := n + 1;
  end loop;
end;
```
Array Slices

numbers = [0, 1, 2, 3, 4, 5]
numbersSlice = numbers [1:3]
# numbersSlice equals [1, 2, 3]

numbers := [int {0, 1, 2, 3, 4, 5}]
numbersSlice := numbers [1:3]

type Naturals is array (Integer range <>) of Natural;
Numbers : constant Naturals (-50 .. 50) := (others => Random (Generator));
Numbers_Slice_1 : constant Naturals := Numbers (-10 .. 10);
Numbers_Slice_2 : constant Naturals ( 1 .. 10) := Numbers ( 11 .. 20);
Numbers_Slice_3 : Naturals := Numbers (-20 .. 50);

begin
  for n of Numbers_Slice_3 loop
    n := n + 1;
  end loop;
end;
Copy array slice

; r0 base address for array a
; r1 from array index
; r2 to array index >= from index
; r3 base address for array b

lsl r1, r1, #2 ; translate from index to offset
lsl r2, r2, #2 ; translate to index to offset
add r1, r0 ; translate from index to address -> i_addr
add r2, r0 ; translate to index to address -> to_addr

for_copy:

1dr r4, [r1], #4 ; a [i] := [i_addr]; i_addr += 4
str r4, [r3], #4 ; [j_addr] := a [i] ; j_addr += 4
cmp r1, r2 ; i_addr <= to_addr
ble for_copy

end_for_copy:

; b [] := a [from .. to]
Copy array slice

; r0 base address for array a
; r1 from array index
; r2 to array index >= from index
; r3 base address for array b

|  lsl r1, r1, #2 | ; translate from index to offset |
|  lsl r2, r2, #2 | ; translate to index to offset |
|  add r1, r0    | ; translate from index to address -> i_addr |
|  add r2, r0    | ; translate to index to address -> to_addr |

for_copy:

|  ldr r4, [r1], #4 | ; a [i] := [i_addr]; i_addr += 4 |
|  str r4, [r3], #4 | ; [j_addr] := a [i] ; j_addr += 4 |
|  cmp r1, r2    | ; i_addr <= to_addr |
|  ble for_copy  |

end_for_copy:

; b [] := a [from .. to]

Moving blocks of memory can be done even/much faster with special hardware.

DMA controllers
Summary
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