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Overview, Perspectives, Paths, Methods, and some Theory

into/for/about Real-Time & Embedded Systems
 anybody who …

  … would like to see immediate real-world involvement in his/her work

  … would like to learn how to create predictability and fault-tolerant complex systems

  … would like to know more about the usage of 95% of all µprocessors
The course will be given by

\textit{Uwe R. Zimmer}

and

\textit{Christfried Webers}
how will this all be done?

**Lectures:**
- 3 per week ... all the nice stuff and theory
  Tuesday, 13-14; Wednesday 16-17; Thursday 16-17 – all in PSYC - G06

**Laboratories:**
- 2 hours per week ... all the rough stuff and practice
  Thursday 11-13 or Friday 9-11 – all in CSIT N112
  laboratory-enrolment: https://cs.anu.edu.au/streams/

**Resources:**
- introduced in the lectures and collected on the course page:
  ... as well as schedules, slides, sources, etc. pp. ... keep an eye on this page!

**Assessment:**
- exam at the end of the course (70%) plus laboratories performance (30%)
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   • Interfacing with time
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   • Satisfying timing requirements
5. Asynchronism
6. Synchronisation
7. Scheduling
8. Resource control
9. Reliability & fault-tolerance
Topics in this course

1. Introduction & real-time languages
2. Physical coupling
3. Interfaces
4. Time & embodiment
5. Asynchronism
   - Interrupts, signals, exceptions
   - Atomic Actions
   - Asynchronous transfer of control
6. Synchronisation
7. Scheduling
8. Resource control
9. Reliability & fault-tolerance
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   - Terminology
   - Faults
   - Redundancy
   - Reduce & Formalise
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